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## Introduction

In this lab we explore flights, specifically a random sample of domestic flights that departed from the three major New York City airport in 2013. We will generate simple graphical and numerical summaries of data on these flights and explore delay times. As this is a large data set, along the way you’ll also learn the indispensable skills of data processing and subsetting.

library(statsr)  
library(dplyr)  
library(ggplot2)

## Data

The Bureau of Transportation Statistics (BTS) is a statistical agency that is a part of the Research and Innovative Technology Administration (RITA). As its name implies, BTS collects and makes available transportation data, such as the flights data we will be working with in this lab.

data(nycflights)

To view the names of the variables, type the command

names(nycflights)

## [1] "year" "month" "day" "dep\_time" "dep\_delay" "arr\_time  
## [7] "arr\_delay" "carrier" "tailnum" "flight" "origin" "dest"   
## [13] "air\_time" "distance" "hour" "minute"

A very useful function for taking a quick peek at your data frame, and viewing its dimensions and data types is str, which stands for structure.

str(nycflights)

## tibble [32,735 x 16] (S3: tbl\_df/data.frame)  
## $ year : int [1:32735] 2013 2013 2013 2013 2013 2013 2013 2013 2013 2013 ...  
## $ month : int [1:32735] 6 5 12 5 7 1 12 8 9 4 ...  
## $ day : int [1:32735] 30 7 8 14 21 1 9 13 26 30 ...  
## $ dep\_time : int [1:32735] 940 1657 859 1841 1102 1817 1259 1920 725 1323 ...  
## $ dep\_delay: num [1:32735] 15 -3 -1 -4 -3 -3 14 85 -10 62 ...  
## $ arr\_time : int [1:32735] 1216 2104 1238 2122 1230 2008 1617 2032 1027 1549 ...  
## $ arr\_delay: num [1:32735] -4 10 11 -34 -8 3 22 71 -8 60 ...  
## $ carrier : chr [1:32735] "VX" "DL" "DL" "DL" ...  
## $ tailnum : chr [1:32735] "N626VA" "N3760C" "N712TW" "N914DL" ...  
## $ flight : int [1:32735] 407 329 422 2391 3652 353 1428 1407 2279 4162 ...  
## $ origin : chr [1:32735] "JFK" "JFK" "JFK" "JFK" ...  
## $ dest : chr [1:32735] "LAX" "SJU" "LAX" "TPA" ...  
## $ air\_time : num [1:32735] 313 216 376 135 50 138 240 48 148 110 ...  
## $ distance : num [1:32735] 2475 1598 2475 1005 296 ...  
## $ hour : num [1:32735] 9 16 8 18 11 18 12 19 7 13 ...  
## $ minute : num [1:32735] 40 57 59 41 2 17 59 20 25 23 ...

### Seven verbs

The dplyr package offers seven verbs (functions) for basic data manipulation:

filter()  
arrange()   
select()   
distinct()  
mutate()   
summarise()   
sample\_n()

### Analysis

ggplot(data = nycflights, aes(x = dep\_delay)) +  
 geom\_histogram()
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ggplot(data = nycflights, aes(x = dep\_delay)) +  
 geom\_histogram(binwidth = 15)
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ggplot(data = nycflights, aes(x = dep\_delay)) +  
 geom\_histogram(binwidth = 150)
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If we want to focus on departure delays of flights headed to RDU only, we need to first filter the data for flights headed to RDU (dest == “RDU”) and then make a histogram of only departure delays of only those flights.

rdu\_flights <- nycflights %>%  
 filter(dest == 'RDU')  
ggplot(data = rdu\_flights, aes(x=dep\_delay)) +  
 geom\_histogram(binwidth = 30)
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Note that in the summarise function we created a list of two elements. The names of these elements are user defined, like mean\_dd, sd\_dd, n, and you could customize these names as you like (just don’t use spaces in your names). Calculating these summary statistics also require that you know the function calls. Note that n() reports the sample size.

rdu\_flights %>%  
 summarise(mean\_dd = mean(dep\_delay), sd\_dd = sd(dep\_delay),n= n())

## # A tibble: 1 x 3  
## mean\_dd sd\_dd n  
## <dbl> <dbl> <int>  
## 1 11.7 35.6 801

We can also filter based on multiple criteria. Suppose we are interested in flights headed to San Francisco (SFO) in February:

sfo\_feb\_flights <- nycflights %>%  
 filter(dest == "SFO", month == 2)  
dim(sfo\_feb\_flights)

## [1] 68 16

### Make a histogram and calculate appropriate summary statistics for arrival delays of sfo\_feb\_flights. Which of the following is false?

ggplot(data = sfo\_feb\_flights, aes(x=dep\_delay))+  
 geom\_histogram(binwidth = 30)
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### Another useful functionality is being able to quickly calculate summary statistics for various groups in your data frame. For example, we can modify the above command using the group\_by function to get the same summary stats for each origin airport:

rdu\_flights %>%  
 group\_by(origin)%>%  
 summarise(mean\_dd = mean(dep\_delay), sd\_dd = sd(dep\_delay),n=n())

## # A tibble: 3 x 4  
## origin mean\_dd sd\_dd n  
## <chr> <dbl> <dbl> <int>  
## 1 EWR 13.4 32.1 145  
## 2 JFK 15.4 40.3 300  
## 3 LGA 7.90 32.2 356

### Calculate the median and interquartile range for arr\_delays of flights in the sfo\_feb\_flights data frame, grouped by carrier. Which carrier has the highest IQR of arrival delays?

sfo\_feb\_flights%>%  
 group\_by(carrier)%>%  
 summarise(iqr = IQR(arr\_delay))%>%  
 arrange(desc(iqr))

## # A tibble: 5 x 2  
## carrier iqr  
## <chr> <dbl>  
## 1 DL 22   
## 2 UA 22   
## 3 VX 21.2  
## 4 AA 17.5  
## 5 B6 12.2

## Departure delays over months

nycflights %>%  
 group\_by(month) %>%  
 summarise(mean\_dd = mean(dep\_delay)) %>%  
 arrange(desc(mean\_dd))

## # A tibble: 12 x 2  
## month mean\_dd  
## <int> <dbl>  
## 1 7 20.8   
## 2 6 20.4   
## 3 12 17.4   
## 4 4 14.6   
## 5 3 13.5   
## 6 5 13.3   
## 7 8 12.6   
## 8 2 10.7   
## 9 1 10.2   
## 10 9 6.87  
## 11 11 6.10  
## 12 10 5.88

### We can also visualize the distributions of departure delays across months using side-by-side box plots:

ggplot(nycflights, aes(x = factor(month), y = dep\_delay)) +  
 geom\_boxplot()

![](data:image/png;base64,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)

There is some new syntax here: We want departure delays on the y-axis and the months on the x-axis to produce side-by-side box plots. Side-by-side box plots require a categorical variable on the x-axis, however in the data frame month is stored as a numerical variable (numbers 1 - 12). Therefore we can force R to treat this variable as categorical, what R calls a factor, variable with factor(month).

## On time departure rate for NYC airports

nycflights <- nycflights%>%  
 mutate(dep\_type = ifelse(dep\_delay < 5, 'on time', 'delayed'))

nycflights %>%  
 group\_by(origin)%>%  
 summarise(ot\_dep\_rate = sum(dep\_type == 'on time')/n())%>%  
 arrange(desc(ot\_dep\_rate))

## # A tibble: 3 x 2  
## origin ot\_dep\_rate  
## <chr> <dbl>  
## 1 LGA 0.728  
## 2 JFK 0.694  
## 3 EWR 0.637

We can also visualize the distribution of on on time departure rate across the three airports using a segmented bar plot.

ggplot(data=nycflights, aes(x=origin, fill =dep\_type))+  
 geom\_bar()
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Mutate the data frame so that it includes a new variable that contains the average speed, avg\_speed traveled by the plane for each flight (in mph). What is the tail number of the plane with the fastest avg\_speed? Hint: Average speed can be calculated as distance divided by number of hours of travel, and note that air\_time is given in minutes. If you just want to show the avg\_speed and tailnum and none of the other variables, use the select function at the end of your pipe to select just these two variables with select(avg\_speed, tailnum). You can Google this tail number to find out more about the aircraft.

flight\_speed <- nycflights %>%  
 mutate(average\_speed = distance\*60/air\_time)

flight\_speed %>%  
 select(average\_speed,tailnum) %>%  
 arrange(desc(average\_speed))

## average\_speed tailnum  
## 1 703.3846 N666DN  
## 2 557.4419 N779JB  
## 3 554.2197 N571JB  
## 4 547.8857 N568JB  
## 5 547.8857 N5EHAA  
## 6 547.8857 N656JB  
## 7 544.7727 N789JB  
## 8 538.6517 N516JB  
## 9 535.6425 N648JB  
## 10 535.6425 N510JB  
## 11 533.0387 N38268  
## 12 533.0387 N53442  
## 13 533.0387 N75858  
## 14 532.6667 N624JB

ggplot(data= flight\_speed, aes(x=distance, y = average\_speed))+  
 geom\_point()
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